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1
FAST COMPONENT ENUMERATION IN
GRAPHS WITH IMPLICIT EDGES

CROSS REFERENCE TO RELATED
APPLICATIONS

This application is a continuation of U.S. application Ser.
No. 12/367,180, filed Feb. 6, 2009, which claims the benefit
of' U.S. Provisional Application No. 61/145,921, filed on Jan.
20, 2009, each of which is incorporated by reference in its
entirety.

BACKGROUND

The present invention pertains to the field of data storage.
Specifically, the present invention provides for the enumera-
tion of components in a graph without explicitly defining the
edges in the graph.

A graph is a collection of “vertices” (points or nodes) and
“edges” (lines connecting points). The graph can be repre-
sentative of any set of data, such as those related to travel,
biological samples, and chip design, to name a few. Points in
the graph represent an individual collection of data, and edges
between two points can represent data that is shared between
the two points. For instance, in the travel industry a graph may
represent a grid of airline flights between numerous cities
regardless of which airline is used. Each node in the graph can
represent a city to which a flight is possibly directed. In one
case, connected points form an edge and are related in that
those two points share the same flight. As another edge, the
connected points may represent a flight between two cities for
a particular airline.

In conventional techniques, a graph is typically repre-
sented in memory as a list of all pairs of vertices that share an
edge. In addition, a “connected component” of a graph is any
subset of vertices all connected by some sequence of edges.
Enumerating the connected components of a graph is a prob-
lem in classical computer science. Traditional methods
include Kosaraju’s algorithm, Tarjan’s algorithm, and
Gabow’s algorithm.

However, for each of these techniques enumerating con-
nected components, execution time and space in memory are
proportional to the total number of vertices and edges, or
O(V+E). In more simplistic terms, the entire graph and all the
edges in the graphs need to be evaluated in order to enumerate
the connected components. While this may seem like a
straightforward technique, as the number of points in the
graph increases, the time to enumerate the graph also
increases. For graphs that include points that are heavily
connected, the execution time may increase to the square of
the number of points in the graph. As such, for large amounts
of data, traditional techniques for component enumeration
fall short of providing real-time analysis of the graphical data.

SUMMARY

What is needed is an invention that provides a faster and
more efficient way to enumerate graphs. What is described in
the present invention is a method and system for enumerating
graphs, and in particular for enumerating components of a
graph for purposes of associating vertices in the graph to
provide data analysis.

A method for graphical enumeration is described, in accor-
dance with one embodiment of the present invention. The
method is used to process information related to any type of
data, such as customer transactions. The information can be
represented as a graph. The method includes creating an
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ordered set of vertices for a graph such that each vertex is
associated with a corresponding index. Each vertex in the
ordered set of vertices includes a subset of the information,
such as one customer transaction. A plurality of keys is cre-
ated that define the information. Each key is associated with
a unique piece of information. A plurality of lists of vertices
is created, each of which is associated with a corresponding
key, such that vertices in a corresponding list include infor-
mation associated with the corresponding key. For a first list
of'vertices, a least valued index is determined from a group of
associated vertices based on vertices in the first list and ver-
tices pointed to by the vertices in the first list. Also, all asso-
ciated vertices are pointed to a root vertex associated with the
least valued index.

In another embodiment, a system for performing graphical
enumeration is described. The system can be implemented in
conjunction with a communication network that is coupled to
aplurality of information sources. For instance, the system is
used to perform graphical enumeration on customer transac-
tions that are associated with the plurality of information
sources. The system includes a receiver for receiving infor-
mation related to at least one consumer transaction from at
least one computing resource at a corresponding source. For
instance, the corresponding source may be a merchant par-
ticipating in the transaction, a credit card processing com-
pany, a consumer initiating the transaction, or the like. A
graph definer is included in the system for creating an ordered
set of vertices for the graph, such that each vertex is associ-
ated with a corresponding index. The ordered set of vertices
includes the information that is received. Storage is included
in the system for storing the ordered set of vertices. In addi-
tion, the system includes a key creator for creating a plurality
of keys defining the information. A list creator creates a
plurality of lists of vertices by accessing the ordered set of
vertices that is stored. Each of the lists of vertices is associated
with a corresponding key, such that a vertex in a correspond-
ing list includes information associated with the correspond-
ing key. The system also includes a component generator for
enumerating the graph. The component generator determines
aleast valued index from a group of associated vertices based
on vertices in the first list and vertices pointed to by the
vertices in the first list. Also, the component generator points
all associated vertices to a root vertex associated with the least
valued index.

BRIEF DESCRIPTION OF THE DRAWINGS

Exemplary embodiments are illustrated in referenced fig-
ures of the drawings which illustrate what is regarded as the
preferred embodiments presently contemplated. It is intended
that the embodiments and figures disclosed herein are to be
considered illustrative rather than limiting.

FIG. 1 is a flow diagram illustrating a method for perform-
ing fast enumeration of components in a graph, in accordance
with one embodiment of the present invention.

FIG. 2 is a diagram of a communication network that
includes a system that is capable of fast enumeration of com-
ponents in a graph, in accordance with one embodiment of the
present invention.

FIG. 3 is a system that is capable of fast enumeration of
components in a graph, in accordance with one embodiment
of the present invention.

FIG. 41s aflow diagram illustrating in more detail a method
for performing fast enumeration of components in a graph, in
accordance with one embodiment of the present invention.
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FIG. 5A is an illustration of a table representation of a
graph including information related to customer transactions,
in accordance with one embodiment of the present invention.

FIG. 5B is an illustration of a plurality of lists of vertices as
arranged by keys, in accordance with one embodiment of the
present invention.

FIG. 5C is an illustration of a look up table providing
relationships between a vertex and a corresponding root ver-
tex, in accordance with one embodiment of the present inven-
tion.

FIG. 5D is an illustration of a look up table providing
relationships between a component of a graph and its family
of'vertices, in accordance with one embodiment of the present
invention.

FIG. 6 is a flow diagram illustrating a detailed method for
component enumeration, in accordance with one embodi-
ment of the present invention.

DETAILED DESCRIPTION OF THE PREFERRED
EMBODIMENTS

Reference will now be made in detail to the preferred
embodiments of the present invention, a method and system
for enumerating components in a graph. While the invention
will be described in conjunction with the preferred embodi-
ments, it will be understood that they are not intended to limit
the invention to these embodiments. On the contrary, the
invention is intended to cover alternatives, modifications and
equivalents, which may be included within the spirit and
scope of the invention as defined by the appended claims.

Accordingly, embodiments of the present invention are
capable of providing a faster and more efficient way to enu-
merate components of a graph in order to find associations
between vertices. In particular, the present invention is
capable of avoiding edge analysis when enumerating a graph
through the creation of keys and making other various asso-
ciations. As such, embodiments of the present invention need
not perform an explicit analysis of each edge in a graph when
enumerating components of a graph.

NOTATION AND NOMENCLATURE

Embodiments of the present invention can be implemented
on a software program or dedicated hardware for processing
data through a computer system. The computer system can be
a personal computer, notebook computer, server computer,
mainframe, networked computer (e.g., router), handheld
computer, personal digital assistant, workstation, and the like.
This program or its corresponding hardware implementation
is operable for fast enumeration of components of a graph
without explicit edge analysis. In one embodiment, the com-
puter system includes a processor coupled to a bus and
memory storage coupled to the bus. The memory storage can
be volatile or non-volatile and can include removable storage
media. The computer can also include a display, provision for
data input and output, etc.

Some portion of the detailed descriptions that follow are
presented in terms of procedures, steps, logic block, process-
ing, and other symbolic representations of operations on data
bits that can be performed on computer memory. These
descriptions and representations are the means used by those
skilled in the data processing arts to most effectively convey
the substance of their work to others skilled in the art. A
procedure, computer executed step, logic block, process, etc.
is here, and generally, conceived to be a self-consistent
sequence of operations or instructions leading to a desired
result. The operations are those requiring physical manipula-
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4

tions of physical quantities. Usually, though not necessarily,
these quantities take the form of electrical or magnetic signals
capable of being stored, transferred, combined, compared,
and otherwise manipulated in a computer system. It has
proven convenient at times, principally for reasons of com-
mon usage, to refer to these signals as bits, values, elements,
symbols, characters, terms, numbers or the like.

It should be borne in mind, however, that all of these and
similar terms are to be associated with the appropriate physi-
cal quantities and are merely convenient labels applied to
these quantities. Unless specifically stated otherwise as
apparent from the following discussions, it is appreciated that
throughout the present invention, discussions utilizing terms
such as “determining,” “creating,” “defining,” or the like refer
to the actions and processes of a computer system, or similar
electronic computing device, including an embedded system,
that manipulates and transfers data represented as physical
(electronic) quantities within the computer system’s registers
and memories into other data similarly represented as physi-
cal quantities within the computer system memories or reg-
isters or other such information storage, transmission or dis-
play devices.

Graph Analysis

Graph theory is used to represent data of various types. The
data is represented as objects in a graph, where “vertices”
represent the data objects and “edges” are links that connect
pairs of vertices. As such, a graph is a collection of vertices
(nodes or points) and edges (lines connecting two points).
Points in the graph represent an individual collection of data,
and edges between two points can represent data that is shared
between the two points.

Conventionally, a graph can be represented in memory as a
list of all pairs of vertices that share an edge. In addition, the
graph can be represented by vertices that do not share an edge
with another vertex. In addition, a “connected component” of
a graph is any subset of vertices, each of which is connected
to one or more vertices in the connected component by some
sequence of edges. Embodiments of the present invention are
able to perform enumeration of components of a graph with-
out explicitly identifying edges within the graph.

A graph can represent a variety of data. As examples, graph
theory is employed to represent data objects in transportation,
Internet structure, communication traffic networks, airline
travel networks, computer chip design, physics, biology, etc.
For instance, a graph can represent employees in a large
international company and identify specifically where an
employee works, at what position, earning what salary, etc.
As another example, graph theory can be employed to repre-
sent structural properties of an air transportation network.
The graph may represent a grid of airline flights between
numerous airports, and include information such as the loca-
tions of airports, specific flights between airports, associated
airlines, flight times, etc. Also, graph theory is employed to
represent a molecular structure, or to represent three-dimen-
sional atomic structures of an atom.

One particular implementation of embodiments of the
present invention is used to model behavior, and more spe-
cifically is used to perform risk analysis of consumer behavior
within the context of making retail purchases. In one instance,
risk analysis of a graph is used to prevent fraud. For instance,
transaction orders that use the same credit card number, email
address, hypertext transfer protocol (HTTP) cookie, machine
fingerprint, Internet protocol (IP) address, or any of a number
of factors, may be related. In the case of fraud analysis, an
online retail customer with one email address and twenty
credit card numbers may be in possession and using a list of
stolen credit cards.



US 9,075,896 B2

5

Fast Component Enumeration of Graphs

Conventionally a graph is represented in memory as either
a list of all pairs of vertices that share an edge. Suppose
instead of explicitly defining edges, a graph of embodiments
of the present invention is represented as a list of single
vertices, each associated with a list of “keys”. Also suppose
that there is no explicit list of edges, but implicitly embodi-
ments of the present invention make the implication that two
vertices share an edge if they share a common key value. For
this special case, component enumeration of embodiments of
the present invention requires an execution time that is at
worst represented by O(V-log V) and requires a memory
space approximating O(V), where O is the execution time and
V is the number of vertices. In practice this represents a
substantial savings over the previously described execution
time of traditional methods O(V+E), since in graphs with
heavily connected components O(V+E) approaches O(V?).

FIG. 1 is a flow diagram 100 illustrating a method for fast
enumeration of components of graphs, in accordance with
one embodiment of the present invention. The process out-
lined in flow diagram 100 is used to reduce data presented in
the form of graphs into their various components. More par-
ticularly, throughout the process, the resulting components
form spanning trees that degenerate down to one, where from
each vertex, there is one edge to the root vertex.

At 110, an ordered set of vertices for a graph is created.
Each vertex in the graph is associated with a corresponding
index. For instance, the index may follow canonical form,
such as a numbering system. In one example, each vertex
represents a consumer transaction and is ordered with some
relation to time, such as when the transaction occurred, when
the transaction was received, when the transaction completed
processing, etc. Further, each vertex in the ordered set of
vertices includes information that defines that transaction.
The information may be unique to a vertex, or may be shared
by one or more vertices. For instance, in a retail environment,
a single credit card may be used in numerous transactions. As
such, vertices relating to those transactions are linked in the
graph through the credit card.

At 120, a plurality of keys is created that define the infor-
mation. In particular, each key defines a unique piece of
information. For instance, in the retail environment, informa-
tion related to consumer transactions may include credit card
information, HTTP cookies associated with the computing
resource used to complete the transaction from the buyer’s
side, IP address of the computing resource used to access the
Internet, email address of the buyer, etc. Each of these pieces
of information is associated with a different key. The total
number of keys is constantly changing as new information is
received, and less useful information expires. For instance,
each credit card number used in a transaction is unique and is
associated with a unique key.

At 130, a plurality of lists of vertices is created. More
particularly, for each key, a corresponding list of vertices is
created, such that vertices in the corresponding list include
information that is associated with the corresponding key. For
example, a credit card may be used in numerous transactions.
Each of those transactions is represented by a different vertex
in the graph representing all known consumer transactions.
For the key associated with the credit card, a list is created of
vertices that include the same credit card. That is, the list
includes vertices associated with transactions that have used
the same credit card.

At 140, for a first list of vertices, a least valued index is
determined from a group of associated vertices. The group of
associated vertices is based on vertices in the first list, and also
vertices pointed to by the vertices in the first list. In one case,
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the group includes the vertices in the first list, and also verti-
ces pointed to by the vertices in the first list. More particu-
larly, as the process in flow diagram 100 is performed, each
vertex in the graph will point downhill to another vertex,
within the context of the ordered set of vertices. Root vertices
do not point downbhill, but form the endpoint of link between
vertices. Eventually, each vertex will point downhill to a root
vertex in a corresponding component of the graph. The least
valued index is associated with a vertex in the graph.

In addition, the group of associated vertices includes a
vertex or chain of vertices that is pointed to by a list vertex that
is associated with the least valued index from vertices in the
first list and vertices pointed to by the vertices in the first list.
That is, an additional check is made to determine if the list
vertex points to another vertex, and so on in a chain of pointed
to vertices. If so, the least valued index is adjusted to the
lowest index in the chain of pointed to vertices.

At 150, all associated vertices are pointed to a root vertex
associated with the least valued index. This pointing opera-
tion links the associated vertices to other vertices in the graph.
More particularly, each of the associated vertices is updated,
such that they all point to the most current root vertex. Since
they point to their most current root vertex, as the operations
in 140 and 150 are repeated for each of the plurality of lists of
vertices, vertices in the graph will continually update their
corresponding pointed to vertex. In particular, for a second
list of vertices, a least valued index is determined from a
group of associated vertices. The group of associated vertices
includes vertices in the second list, and also vertices pointed
to by the vertices in the second list. Also, all of these associ-
ated vertices are pointed to a second root vertex that is most
current, associated with the least valued index. Eventually
each vertex in the ordered set of vertices of the graph will
point to a root vertex that is the true root of a component of the
graph.

In one application, as previously described component
enumeration of a graph is performed as part of a risk analysis
of consumer behavior, such as retail purchases. Orders that
use the same credit card number, email address, http cookie,
machine fingerprint, IP address, or other factor, may be
related. In practice, it can be useful to assemble groups of
such orders for further analysis, such as when performing
fraud analysis. Embodiments of the present invention are
described within the context of risk analysis of consumer
behavior, for illustration purposes. However, other embodi-
ments are well suited to component enumeration of graphs
representing any type of data for purposes of any type of data
analysis. That is, methods and systems of the present inven-
tion are well suited to performing component enumeration on
any graph representing any type of data in a quick and effi-
cient manner.

FIG. 2 is an illustration of a communication system 200
that is capable of performing component enumeration of
graphs in a quick and efficient manner, in accordance with one
embodiment of the present invention. Specifically, as shown
in FIG. 2, communication system 200 is capable of support-
ing risk analysis of consumer behavior, such as behavior
related to making consumer transactions for retail purchases.
That is, an Internet based service is able to collect information
related to consumer transactions, represent the information in
graph form, and analyze the information, in part by enumer-
ating components of the graph.

As shown in FIG. 2, a plurality of information sources 210
accesses the Internet 250, each through a corresponding net-
work device (e.g., router) in order to pass on information to
the graph enumerator 300. The Internet 250 is a collection of
communicatively coupled routers, servers and browsers asso-
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ciated with a client’s computing resource that allow for the
transfer of content (e.g., data, information on consumer trans-
actions, files, etc.) between the plurality of information
sources 210 and the graph enumerator 300. Ever evolving
services as implemented through the Internet provide for the
communication of information for business, education, work,
private, and social purposes. For example, a fraud detection
service, as implemented through the graph enumerator 300
may implement the methods and systems for fast component
enumeration of the present invention as provided by an Inter-
net based service.

Each of the information sources (e.g., 210A-N) provides
information related to a consumer transaction or order, such
as those making retail purchases. For instance, a consumer
transaction may involve a buyer and a merchant (e.g., seller).
The transaction between the buyer and merchant may occur
over the Internet as a form of electronic commerce (e-com-
merce), or may be implemented through more traditional
means, such as through a person-to person transaction at a
brick-and-mortar merchant. Information related to the con-
sumer transaction is collected at a corresponding information
source. The source may be associated with either the buyer,
the merchant, or a third party service. As an example, in an
e-commerce setting, the buyer’s computer resource may col-
lect the information related to the consumer transaction and
relay that information to the graph enumerator 300. Also, in
either the e-commerce setting or a more traditional market
setting, a merchant may collect the information related to one
or more transactions and send them to the graph enumerator
300. Further, in either the e-commerce setting or the more
traditional market setting, a third party service, such as a
credit card company or credit card processing company, may
collect the information and send it to the graph enumerator
300 for further analysis.

For example, the information relating to a current transac-
tion may be linked to other consumer transactions. As
described previously, as the information is incorporated into
a graph representing a plurality of consumer transactions,
graph enumeration determines whether the current transac-
tion may be linked to other consumer transactions. The rela-
tionship of the current transaction to other previous transac-
tions is useful in performing fraud analysis, as an example. As
such, the current transaction may be halted if fraud is
detected, or may be authorized to complete the credit card
transaction, if no fraud is detected. In addition, future trans-
actions involving the same information (e.g., credit card,
machine ID, email address, etc.) may be halted if fraud is
detected.

The graph enumerator 300 of FIG. 2 is a system that per-
forms graphical enumeration, and more specifically is
capable of performing component enumeration of a graph, in
accordance with one embodiment of the present invention.
The graph enumerator 300 includes means for creating an
ordered set of vertices for a graph such that each vertex is
associated with a corresponding index, and wherein each
vertex in the ordered set of vertices includes information (e.g.,
information related to consumer transactions). The graph
enumerator also includes means for creating a plurality of
keys that define the information. Also, the graph enumerator
300 includes means for creating a plurality of lists of vertices,
each of which is associated with a corresponding key such
that vertices in a corresponding list includes information
associated with the corresponding key. Further, the graph
enumerator 300 includes means for determining a least val-
ued index from a group of associated vertices based on ver-
tices in a first list of vertices associated with a corresponding
key, and vertices pointed to by vertices in the first list. The
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graph enumerator 300 also includes means for pointing all
associated vertices to a root vertex, that is most current, and
associated with the least valued index.

FIGS. 3 and 4 in combination illustrate a system and
method for performing fast component enumeration of a
graph, in accordance with embodiments of the present inven-
tion. In particular, FIG. 3 illustrates the graph enumerator
300, first introduced in FIG. 2, that is capable of implement-
ing the method outlined in F1G. 4 for component enumeration
of'a graph. The system and method of FIGS. 3 and 4 can be
implemented within communication network or system 100
of FIG. 1.

In general, the graph enumerator 300 includes an optional
receiver 310, graph definer 320, key creator 330, list creator
340, component generator 350, data storage 225, and optional
transaction analyzer 360. In one implementation, receiver
310 receives information related to at least one consumer
transaction from at least one source. In another implementa-
tion, receiver 310 is an input mechanism for receiving infor-
mation into system 300. Graph definer 320 creates an ordered
set of vertices for a graph such that each vertex is associated
with a corresponding index. The ordered set of vertices
includes the information related to at least one consumer
transaction. Key creator 330 creates a plurality of keys defin-
ing the information. List creator 340 creates a plurality of lists
of vertices, each of which is associated with a corresponding
key such that vertices in a corresponding list includes infor-
mation associated with the corresponding key. Component
generator 350 determines a least valued index from a group of
associated vertices based on vertices in a first list of vertices,
and vertices pointed to by the vertices in said first list. Com-
ponent generator 350 also points all associated vertices to a
most current root vertex that is associated with the least
valued index. Data storage 225 may be incorporated within
graph enumerator 300, or located remotely from graph enu-
merator 300, and is used for storing the ordered set of vertices,
and storing a root index associated with a most current root
vertex in corresponding entries of the ordered set of vertices.
Also, storage 225 is capable of storing, in relation to a com-
ponent, vertices that are associated with the component, such
that vertices that point to the same root vertex are associated
with a corresponding component of the graph. The functions
performed by graph enumerator 300 are described in more
detail in association with FIG. 4.

Turning now to FIG. 4, a method for component enumera-
tion for graphs including information related to consumer
transactions is illustrated in flow diagram 400, in accordance
with one embodiment of the present invention. The method of
FIG. 4 is analogous to the method outlined in flow diagram
100 of FIG. 1, in one embodiment, but provides more detail
into the transfer and transformation of information related to
a graph. In addition, the method of FIG. 4 is implementable
by the graph enumerator 300 of FIG. 3, and implementable
within the communication system or network 200 of FIG. 2.

At 410, optionally, information is received for processing.
For instance, the information is received by receiver 310 of
graph enumerator 300 from one or more sources 210A-N.
More specifically, in one implementation the information is
received from a source (e.g., merchant machine, buyer
machine, third party machine, such as a credit card processing
company, etc.). The information may be received over the
Internet, or through some communication network, so that the
information may be analyzed in relation to previous con-
sumer transactions, with results returned to a requestor in a
timely fashion. In another instance, the information is
received through other means, such that receiver 310 acts as
an input mechanism. Still other means for receiving data is
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supported. While the present embodiment is described within
the context of receiving information related to consumer
transactions, the method of flow diagram 400 is well suited to
component enumeration of any graph representing any type
of data that is received for analysis.

At 420, an ordered set of vertices for a graph is created. For
instance, the graph definer 320 is capable of creating the
ordered set of vertices. Each vertex in the graph is associated
with a corresponding index. The operation outlined in 420 is
analogous to the operation outlined in 110, and the descrip-
tion of 110 previously provided is equally suited to the opera-
tion of 420. In particular, each vertex includes information,
such as those related to consumer transactions (e.g., credit
card number, IP address, etc.).

At 430, a plurality of keys is created that define the infor-
mation. For instance, the key creator 330 is capable of creat-
ing the keys. The operation outlined in 430 is analogous to the
operation outlined in 120, and the description of 120 previ-
ously provided is equally suited to describing 430. In particu-
lar, each key defines a unique piece of information associated
with one or more vertices. As described before, the informa-
tion related to consumer transactions may include credit card
information, HTTP cookies associated with the computing
resource used to complete the transaction from the buyer’s
side, IP address of the computing resource, email address of
the buyer, etc.

At 440, the ordered set of vertices is stored in storage. For
instance, graph definer 320 stores the ordered set of vertices in
storage 225. As such, as each set of information (e.g., infor-
mation related to a single and new consumer transaction) is
received, graph definer 320 parses out the information and
stores that information in relation to a corresponding vertex in
the ordered set of vertices. More particularly, the ordered
vertices are stored in storage 225, such that information and
their relationship to the keys are stored for ready access. As
such, as the ordered set of vertices gets updated through the
addition and deletion of vertices, a complete set of vertices is
available for access in order to perform component enumera-
tion of the representative graph.

For illustration purposes only, FIG. 5A shows table 500A
that is a representation of the ordered set of vertices in a graph,
in accordance with one embodiment of the present invention.
As shown in 500A, the vertices include information related to
customer transactions. As generally described for graphs rep-
resenting consumer transactions, each transaction attempt is
represented as a row in a database table (a vertex). Each row
includes a list of data elements (keys) associated with the
transaction. Each group of vertices connected by some
sequence of edges is a connected component of the larger
graph. In embodiments of the present invention, each vertex is
rapidly labeled with a number representing the component to
which it belongs when implementing the method of FIG. 4.

For instance, column 510 provides the index number in the
ordered set of vertices representing transaction attempts.
These are ordered as transactions 1-N, and can represent any
ordering scheme, such as an ordering by time (e.g., time
transaction received). The remaining columns providing
information related to each of the vertices, in the form ofkeys.
As explained above, the keys implicitly define edges, such
that any two vertices that share a key also implicitly share an
edge. For instance, as shown in table 500A, column 511
provides a credit card number, column 512 provides an email
address, column 513 provides machine identifying informa-
tion (e.g., unique 1D identifying the computing resource used
by the consumer to make the transaction), column 514 pro-
vides the IP address of the computing resource used by the
consumer, etc.
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It is important to note that table S00A is an illustration of
the ordered set of vertices, and as such, the ordered set of
vertices may be arranged in any number of other ways or
configurations. As shown in table 500A, information com-
mon to consumer transactions are included in the columns,
and are relevant when trying to group transaction together for
purposes of further analysis. The information need not be
presented by column, and can be presented in random fash-
ion. For instance, a transaction could list relevant information
in random order, as long as a reference to the corresponding
key is made.

As shown in FIG. 5A, each transaction includes various
types of information and their association with a correspond-
ing key. For instance, for transaction 1, the credit card number
is XX and is assigned to key-1; a given email address is BB
and is assigned to key-2, a machine ID is CC and is assigned
to key-3, and an IP address is DD and is assigned to key-4.
Additional information may be provided. Also, not all the
information in each of the columns need be reported for each
transaction. Similarly, information is collected and stored for
transactions 2-N.

Importantly, information maybe commonly shared
between different transactions. For instance, as shown by
curved line 521 the credit card number XX assigned to key-1
is used in transactions 1 and N. As such, transactions 1 and N
are related or linked by the credit card number XX. In addi-
tion, as shown by line 522, transactions 2 and N are linked by
the common email address GG assigned to key-6. Further, as
shown by line 523, transactions 2 and N are linked by com-
mon machine ID HH assigned to key-7. As such, transactions
1, 2 and N are related in that transaction 1 has information
common with transaction N, which has information in com-
mon with transaction 2. This interrelationship or grouping
may be important for purposes of performing further analysis.

Returning to F1G. 4, at 450, a plurality of lists of vertices is
created. For instance, list creator 340 creates the lists of
vertices. The operation in 130 of flow diagram 100 is analo-
gous to operation 450, and as such the description for 130 is
equally applicable for describing operation 450. In particular,
for each key, a corresponding list of vertices is created, such
that vertices in the corresponding list include information that
is associated with the corresponding key. As an example, for
key-1 associated with credit card number XX, the list would
include transactions that have used credit card number XX,
such as transactions 1 and N, and possibly others.

For illustration purposes only, FIG. 5B is an illustration of
atable 500B that is a representation of the plurality of lists of
vertices as arranged by keys, in accordance with one embodi-
ment of the present invention. It is intended that FIG. 5B is
associated with the information provided in FIG. 5A.

As shown in FIG. 5B, each list of vertices (e.g., a column)
corresponds to a key. For instance, the information in column
531 corresponds to key-1 assigned to credit card number XX,
information in column 532 corresponds to key-22 assigned to
credit card number 22233344, information in columns 533
corresponds to key-9 assigned to email address MMM, infor-
mation in column 534 corresponds to key-10 assigned to IP
address MMM, information in column 535 corresponds to
key-N assigned to machine ID ABC, etc. Other information
related to other keys can be represented in table 500B. Also,
the configuration of information in table 500B is provided for
illustration, and other embodiments are well suited to creating
and storing a plurality of lists of vertices in various configu-
rations.

Each list of vertices (e.g., column) includes vertices that
are associated with the corresponding key. That is, those
vertices include information that is associated with the cor-
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responding key. For instance, in column 531 associated with
key-1, all the vertices (e.g., transactions 1, 5, 15, N, etc.)
represent transactions that have used credit card number XX.
Similarly, column 532 is associated with key-22 and all the
vertices (e.g., 33, 77, and 95) represent transactions that have
used credit card number 22233344.

Turning back to FIG. 4, at 460, for a first list of vertices, a
least valued index is determined from a group of associated
vertices. The group of associated vertices is based on vertices
in the first list, and also vertices pointed to by the vertices in
the first list, and at the very least includes those vertices. The
operation in 460 is analogous to the operation in 140, and the
corresponding description is equally applicable to 460. As an
example, in table 500B, for the list in column 531 associated
with key-1 assigned to credit card number XX, the least
valued index is of value one (taken from vertices 1, 5, 15, N,
etc.), and that index is associated with transaction-1. Simi-
larly, for the list in column 535 associated with key-N
assigned to machine ID ABC, the least valued index is 7,
associated with transaction-7. As shown in F1G. 5B, row 540
shows, at least preliminarily, the least valued index taken
from the group consisting solely of the vertices in the corre-
sponding list. Row 540 does not take into consideration any
vertices that are pointed by the associated vertices.

At 470, all associated vertices are pointed to a root vertex
associated with the least valued index. At 480, the most cur-
rent root vertex is stored in association with all the associated
vertices. As described previously, the pointing operation links
the associated vertices to other vertices in the graph. In one
case, the pointing operation is performed internally on verti-
ces of a particular list of vertices. That is, at least preliminar-
ily, each vertex in the first list of vertices is pointed to a root
vertex associated with the least valued index. For instance, in
column 531, all the vertices associated with key-1 point to
vertex 1. That is, transactions 5, 15, and N each point to vertex
1. Similarly, for column 532, all the associated vertices (e.g.,
33,77, 95, and 100) point to vertex 33. Also, at least prelimi-
narily, for column 533, all associated vertices point to vertex
15, but will eventually point to vertex 1, as will be described
below. Further, at least preliminarily, for column 534, all
associated vertices point to vertex 5, but will eventually point
to vertex 1, as will be described below. And, at least prelimi-
narily, for column 535, all associated vertices point to vertex
7, but will eventually point to vertex 1, as will be described
below.

The operations in 460, 470, and 480 are repeated for each
of the list of vertices. As the process in flow diagram 400 is
performed on each of the plurality of lists of vertices, each
vertex in the graph will point downhill to another vertex, the
most current root vertex, within the context of the ordered set
of vertices. Root vertices do not point downhill, but form the
endpoint of link between vertices. Eventually, each vertex
will point downhill to a root vertex in a corresponding com-
ponent of the graph. The least valued index is associated with
a vertex in the graph.

As shown in FIG. 5B, the concept of pointing to a related
vertex for related transactions between columns in table 500B
is illustrated by columns 534 and 535, which both include
common information related to transaction 7. That is, the
group of associated vertices includes vertices that are pointed
to by vertices in the first list, and as such are also pointed to the
root vertex. Put another way, the group of associated vertices
includes a first chained vertex that is pointed to by the vertex
associated with the lowest index of vertices included in the
first list and vertices pointed to by the vertices in the first list.
For instance, at least preliminarily, column 535 is associated
with a least valued index of 7, associated with transaction-7.
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In addition, column 534 is associated with a least valued
index of 5, as provided in row 540, when considering only
information in these two columns. Since transaction 7 is
common to both keys 10 and N, transaction-7 points to the
lowest index provided in both columns 534 and 535, which is
5 (e.g., the chained vertex), associated with transaction-5.

Even further, when considering other processed lists of
vertices, as shown in FIG. 5B, in columns 531 and 534 trans-
action 5 is common to both key-1 and key-10. That is,
included in the group of associated vertices is a second
chained vertex pointed to by the first chained vertex. As an
example, transaction 5 (first chained vertex), from column
531 points downhill to an index of 1 that is associated with
transaction-1 (second chained vertex). As a result, associated
vertices include transaction-7, which points to index 5 from
column 535, transaction-5, which points to index 1 from
column 531, and column 1. In addition, the associated verti-
ces includes all vertices in the lists of vertices of column 531
associated with key-1, column 534 associated with key-10,
and column 535 associated with key-No As a result, all of the
associated vertices point downhill to the root vertex, transac-
tion-1.

As shown in FIG. 5B, table 500B is in various stages of
construction during the performance of the method outlined
in flow diagram 400. The values in table 500B, especially the
pointed to values for each vertex, or the most current root
vertex, will vary depending on how many of the lists of
vertices have been processed. That is, at an intermediate
stage, not all of the entries are provided with values, nor are
the values entered necessarily their final values. As all of the
lists of vertices have been processed, each of the vertices will
point to the root vertex that is the root of a corresponding
component. As such, all vertices that point to the same root
vertex is associated with a common component of the graph,
and as such those transactions within the component are
related. In one embodiment, the index of the root vertex is
assigned as a corresponding component value. For instance,
in the example provided in FIG. 5B, the root vertex 1 is
associated with component-1, and includes all associated ver-
tices included in columns 531, 533, 534, and 535, and possi-
bly other vertices not shown.

FIGS. 5C and 5D are illustrations of look-up-tables (LUTs)
that condense the information obtained from component enu-
meration of a graph. It is intended that FIGS. 5C and 5D are
associated with the information provided in FIGS. 5A and 5B.

In particular. FIG. 5C is an illustration of an exemplary
LUT 500C providing relationships between a vertex and a
corresponding root vertex, in accordance with one embodi-
ment of the present invention. In another embodiment, the
information in LUT 500C is included in the ordered set of
vertices. As shown in LUT 500C, column 551 lists the verti-
ces in the graph. Each vertex entry is associated with a root
index that corresponds to the most current root vertex. Col-
umn 552 provides the current root vertex to which a corre-
sponding vertex is pointing. Depending on the stage of
completion of the process in FIG. 4, some entries mayor may
not be populated, and the values in column 552 may or may
not be finalized. For instance, the root vertex for vertex 2 has
not been processed. As the process in FIG. 4 is completed, the
root vertex, for a corresponding vertex in column 551, forms
the root vertex for a corresponding component, of the same
index number. As such, all associated vertices having the
same root vertex is included in that component.

FIG. 5D is an illustration of an exemplary LUT listing
associated vertices in a component of a graph, in accordance
with one embodiment of the present invention. As shown in
LUT 500D, column 561 lists the component index values.
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That is, components of a graph are indexed in column 561. In
one embodiment, the index for acomponent is the same as the
index of its corresponding root vertex. The remaining col-
umns 562, 563, etc. provide associated vertices that corre-
spond to a particular component.

Each row in FIG. 5D contains a list of associated vertices
for a corresponding component. For instance, row 571 lists all
vertices associated with component-1 that has vertex-1 as its
root vertex. As such, for component-1 from FIG. 5B, trans-
actions 1, 5, 7, 15, 17, 73, N, and possibly other values not
shown point to transaction-1 as their root vertex, and are
included in row 571. Also, row 572 lists vertices associated
with component-2. In this case, vertex-2 does not share infor-
mation with any other vertex. As such, vertex-2 is the only
entry for component-2, and is also the root vertex. In addition,
row 573 lists vertices associated with component-XX. At
present, component-XX includes transactions XX and 900 as
related transactions of a component.

FIG. 6 is a flow diagram illustrating steps in method for fast
component enumeration of graphs that provides more detail
to the implementation of the pointing operations described
above, in accordance with one embodiment of the present
invention. More particularly, FIG. 6 describes operations 140
and 150 in FIG. 1 and operations 460 and 470 in FIG. 4.
Preliminarily, a graph is associated with an ordered set of
vertices, each vertex containing information and being asso-
ciated with a corresponding index. In addition, a plurality of
keys is created, wherein each key defines a unique piece of
information. Each of the keys being assigned a k-value.

At 610, akey associated with a k-value, Key(k), is accessed
from storage. At 620, vertices associated with Key(k) are
listed, such that vertices that are listed include information
associated with Key(k). At 630, each vertex in the list is
cross-referenced to determine if it points to a downhill vertex.
For instance. Table 500C is accessed to determine if the
corresponding vertex is pointing to a most current root vertex.
At 640, a least valued index is determined from the group of
associated vertices that is based on and includes the vertices
in the list, as well as any vertices to which they point.

The operations at 650 and 655 determine the appropriate
least valued index. That is, operations 650 and 655 loop until
all associated vertices are considered. Put another way, all
chained vertices are considered to determine the least valued
index. In particular, decision step 650 considers whether the
vertex associated with the least valued index points to another
vertex. If so, the least valued index is reset to the index
associated with the pointed to vertex. The process returns to
650 and loops until it is determined that the vertex associated
with the least valued index does not point to another vertex,
and continues to 660.

At 660, all associated vertices are pointed to the root vertex
associated with the least valued index. That is, appropriate
fields are populated or re-populated in storage (e.g., in the
ordered set of vertices, or in Tables 500C and 500D). Asso-
ciated vertices were previously considered when determining
the least valued index. As such, all associated vertices are
related in some manner through one or more keys.

Atdecision step 670, itis determined if there is another key
to evaluate. If there is another key, the process sets the k-value
to the next available key. Thereafter, the process loops back to
610.

On the other hand, if all keys have been processed, then the
method of flow diagram 600 ends. At this point, each vertex in
the graph points to a corresponding root vertex. Also, each
root vertex also defines a corresponding component of the
graph. As such, vertices that point to a common root vertex
belong to the same component.
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Looking now at the quality of relationships between verti-
ces, within each component of a graph the certainty of each
key may diminish over time. As such, for a key that loses its
relational certainty, different vertices sharing that key would
no longer be related. For example, an IP address is assigned to
a particular computing resource accessing the Internet for an
indeterminate amount of time. The assignment of an IP
address (associated with key-KK) can be transitory, lasting as
long as a single Internet session used by a consumer to effect
a transaction. When that session ends, that IP address (key-
KK) may be assigned to another computing resource of
another user. As such, two transactions with the same IP
address (key-KK) may not be related even if the transactions
are only 100 minutes apart. On the other hand, two transac-
tions using the same card number (associated with key-1I)
may be related even ifthey are 100 days apart, since that credit
card is associated with the same user.

To compensate for this uncertainty, keys are allowed to
expire, in accordance with one embodiment of the present
invention. More specifically, a key is allowed to expire after a
condition is satisfied, in one embodiment. For instance, a key
expires after a predetermined period of time according to a set
schedule based upon its corresponding data type. Using the
previous example, a key related to an IP address may expire
after 30 minutes. Upon expiration, the list of vertices associ-
ated with the key is also deleted. However, the effect of
deleting the key on the structure of a corresponding compo-
nent is minimized, since other keys related to that component
may provide the necessary relationship between vertices of
the component. As such, only vertices and keys related to that
component need be reset (repointing vertices and deleting
information related to the expired key), instead of resetting all
the components and vertices of the entire graph.

In practice a graph may contain millions of vertices, and
undergo rapid addition and deletion of (implicit) edges. His-
torically, repeating such operations while maintaining an
orderly, compact data structure has proved difficult, since it
requires reanalyzing all the edges of the graph. However,
embodiments of the present invention are able to efficiently
handle such operations while performing component enu-
meration. As a result, embodiments of the present invention
are able to dramatically improve performance over traditional
methods of component enumeration.

A process for component enumeration can be expressed
using the following exemplary pseudo code, in accordance
with one embodiment of the present invention. In particular,
let “V” be the set of vertices (“v”) containing information,
such as consumer transaction information. Let “G” be the
graph that results upon placing an edge between each pair of
vertices with a shared key. The present embodiment is able to
partition “V” into subsets that correspond to the connected
components of “G.” without explicitly constructing “G.” This
is accomplished by implicitly adding edges to “V” using the
following pseudo code:

For each vertex V
{ For each key K associated with V
{ Add V to list of vertices associated with key K } }
For each key K
{ For each vertex V associated with K
{ Get index of vertex to which it points (if any)
Note vertex with lowest index

For each vertex V associated with K
{ Repoint V to vertex with lowest index } }
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The resulting structure is a forest “F,” in which each tree
has directed edges pointing toward the root. Each rootin a tree
of “F” is the vertex of lowest index in a component of “O.”
Moreover, for each vertex “v” in any connected component of
graph “0,” the corresponding tree in forest “F” contains a
short path from the vertex to the root. By associating each tree
with the index of'its root vertex, all the connected components
of “O” have successfully been labeled.

While the methods of embodiments illustrated in flow dia-
grams of FIGS. 1, 4 and 6 show specific sequences and
quantity of operations, the present invention is suitable to
alternative embodiments. For example, not all the operations
provided for in the methods presented above are required for
the present invention. Furthermore, additional operations can
be added to the operations presented in the present embodi-
ments. Likewise the sequences of operations can be modified
depending upon the application.

A method and system for fast enumeration of components
of a graph is thus described. While the invention has been
illustrated and described by means of specific embodiments,
it is to be understood that numerous changes and modifica-
tions may be made therein without departing from the spirit
and scope of the invention as defined in the appended claims
and equivalents thereof. Furthermore, while the present
invention has been described in particular embodiments, it
should be appreciated that the present invention should not be
construed as limited by such embodiments, but rather con-
strued according to the below claims.

What is claimed:
1. A method for enumerating a graph, the method compris-
ing:
creating, by a processor, a graph for a set of data records,
each data record represented as a vertex in the graph,
each data record comprising a unique index and one or
more data elements;
creating a key for each unique value of each data element
represented by the vertices in the graph, each key repre-
senting an implicit edge in the graph, wherein two ver-
tices sharing a key implicitly share an edge;
partitioning the vertices in the graph into a plurality of
subsets, each subset comprising a list of vertices,
wherein vertices in a list share a same key; and
for each list of vertices:
determining a vertex with a least valued index in the list
based on the vertices in the list and vertices pointed to
by the vertices in the list; and
associating all vertices in a list of vertices with a vertex
having the least valued index.
2. The method of claim 1, further comprising:
determining repeatedly one by one for each list of vertices
of the plurality of subsets a vertex with a least valued
index among vertices pointed to by the vertices in the list
until a root vertex that points to itself is found.
3. The method of claim 2, further comprising:
associating the list of vertices to the root vertex.
4. The method of claim 3, further comprising:
storing the graph, the plurality of list of vertices and the
corresponding root vertex for each list of vertices in a
database.
5. The method of claim 3, further comprising:
grouping one or more lists of vertices that point to a same
root vertex with a component of the graph.
6. The method of claim 1, further comprising:
deleting a corresponding list of vertices that share a key
that expired under a predetermined condition.
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7. The method of claim 1, further comprising:

deleting a vertex in the graph responsive to the vertex being

expired under a predetermined condition.

8. The method of claim 7, further comprising:

responsive to the expired vertex being a root vertex, deter-

mining a new root vertex for one or more lists associated
with the expired vertex.

9. The method of claim 1, wherein the data records are
consumer transaction records.

10. The method of claim 9, wherein the one or more data
elements include at least one of: credit card number, device
fingerprint, Internet protocol (IP) address, electronic mail
address, and hypertext transmission protocol (HTTP) cookie.

11. A non-transitory computer-readable storage medium
storing executable computer program instructions for provid-
ing electronic money transfer, the computer program instruc-
tions comprising instructions for:

creating, by a processor, a graph for a set of data records,

each data record represented as a vertex in the graph,
each data record comprising a unique index and one or
more data elements;

creating a key for each unique value of each data element

represented by the vertices in the graph, each key repre-
senting an implicit edge in the graph, wherein two ver-
tices sharing a key implicitly share an edge;
partitioning the vertices in the graph into a plurality of
subsets, each subset comprising a list of vertices,
wherein vertices in a list share a same key; and

for each list of vertices:

determining a vertex with a least valued index in the list
based on the vertices in the list and vertices pointed to
by the vertices in the list; and

associating all vertices in a list of vertices with a vertex
having the least valued index.

12. The non-transitory computer-readable storage medium
of claim 11, further comprising instructions for:

determining repeatedly one by one for each list of vertices

of the plurality of subsets, a vertex with a least valued
index among vertices pointed to by the vertices in the list
until a root vertex that points to itself is found.

13. The non-transitory computer-readable storage medium
of claim 12, further comprising instructions for:

associating the list of vertices to the root vertex.

14. The non-transitory computer-readable storage medium
of claim 13, further comprising instructions for:

storing the graph, the plurality of list of vertices and the

corresponding root vertex for each list of vertices in a
database.

15. The non-transitory computer-readable storage medium
of claim 13, further comprising instructions for:

grouping one or more lists of vertices that point to a same

root vertex with a component of the graph.

16. The non-transitory computer-readable storage medium
of claim 11, further comprising instructions for:

deleting a list of vertices in the graph responsive to a key

being expired under a predetermined condition, the list
of vertices sharing the expired key.

17. The non-transitory computer-readable storage medium
of claim 11, further comprising instructions for:

deleting a vertex in the graph responsive to the vertex being

expired under a predetermined condition.

18. The non-transitory computer-readable storage medium
of claim 17, further comprising instructions for:

responsive to the expired vertex being a root vertex, deter-

mining a new root vertex for one or more lists associated
with the expired vertex.
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19. The non-transitory computer-readable storage medium
of claim 11, wherein the data records are consumer transac-
tion records.

20. The non-transitory computer-readable storage medium
of claim 19, wherein the one or more data elements include at 5
least one of: credit card number, device fingerprint, Internet
protocol (IP) address, electronic mail address, and hypertext
transmission protocol (HTTP) cookie.

#* #* #* #* #*
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